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## Front Matter

The following script was developed cooperatively by the SHSU SDM working group, including Laura Bianchi, Austin Brenek, Jesus Castillo, Nick Galle, Kayla Hankins, Kenneth Nobleza, Chris Randle, Nico Reger, Alyssa Russell, Ava Stendahl based on [tutorials](https://rspatial.org/) provided by Robert Hijmans and Jane Elith. Chris Randle composed the following script from many scripts developed by the SHSU SDM working group.

*This works best if your environment is empty at the start.*

I have tried to set this up to eliminate required changes to the code. When you see text in **BOLD** below, that will be an indication that you need to make a decision.

# Libraries

library(dismo)

## Loading required package: raster

## Loading required package: sp

library(sp)  
library(raster)  
library(stats)  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:raster':  
##   
## intersect, select, union

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(knitr)  
library(rgeos)

## rgeos version: 0.5-8, (SVN revision 679)  
## GEOS runtime version: 3.9.1-CAPI-1.14.2   
## Please note that rgeos will be retired by the end of 2023,  
## plan transition to sf functions using GEOS at your earliest convenience.  
## GEOS using OverlayNG  
## Linking to sp version: 1.4-5   
## Polygon checking: TRUE

library(maptools)

## Checking rgeos availability: TRUE  
## Please note that 'maptools' will be retired by the end of 2023,  
## plan transition at your earliest convenience;  
## some functionality will be moved to 'sp'.

library(rgdal)

## Please note that rgdal will be retired by the end of 2023,  
## plan transition to sf/stars/terra functions using GDAL and PROJ  
## at your earliest convenience.  
##   
## rgdal: version: 1.5-27, (SVN revision 1148)  
## Geospatial Data Abstraction Library extensions to R successfully loaded  
## Loaded GDAL runtime: GDAL 3.2.1, released 2020/12/29  
## Path to GDAL shared files: C:/Users/User/Documents/R/win-library/4.1/rgdal/gdal  
## GDAL binary built with GEOS: TRUE   
## Loaded PROJ runtime: Rel. 7.2.1, January 1st, 2021, [PJ\_VERSION: 721]  
## Path to PROJ shared files: C:/Users/User/Documents/R/win-library/4.1/rgdal/proj  
## PROJ CDN enabled: FALSE  
## Linking to sp version:1.4-5  
## To mute warnings of possible GDAL/OSR exportToProj4() degradation,  
## use options("rgdal\_show\_exportToProj4\_warnings"="none") before loading sp or rgdal.  
## Overwritten PROJ\_LIB was C:/Users/User/Documents/R/win-library/4.1/rgdal/proj

library(ecospat)

## Loading required package: ade4

## Loading required package: ape

##   
## Attaching package: 'ape'

## The following objects are masked from 'package:raster':  
##   
## rotate, zoom

## Loading required package: gbm

## Loaded gbm 2.1.8

## Registered S3 methods overwritten by 'adehabitatMA':  
## method from  
## print.SpatialPixelsDataFrame sp   
## print.SpatialPixels sp

library(usdm)  
library(mgcv)

## Loading required package: nlme

##   
## Attaching package: 'nlme'

## The following object is masked from 'package:usdm':  
##   
## Variogram

## The following object is masked from 'package:dplyr':  
##   
## collapse

## The following object is masked from 'package:raster':  
##   
## getData

## This is mgcv 1.8-38. For overview type 'help("mgcv-package")'.

# Genus and Species strings

Their are many places in this code where you will need to save files with filenames including the genus and species. We’ll save these as strings to automate the creation of file names. Enter your genus name and specific epithet in the quotes below.

genus<-"Diabrotica"  
species<-"speciosa"

## Occurrence Data

Import occurrence data from csv file already generated (2020-2021), or using the script “Occurrence\_Data.rmd” and visualize it.

sdmdata <- read.csv(file = "Diabrotica speciosa.CLEAN.csv")  
##and visualize the data  
#first lets get the extent of the data (the coordinates of the smallest box needed to encapsulate the data) To do this I first need to convert sdmdata into a spatial points dataframe with the same crs as "wrldsmpl", a giant spatial polygons data frame available from maptools  
sdmdataframe<-data.frame(sdmdata)  
data(wrld\_simpl)  
coordinates(sdmdataframe) <- ~lon+lat  
crs(sdmdataframe) <- crs(wrld\_simpl)  
#And then extract the extent  
e<-extent(sdmdataframe)  
xmin<-xmin(e)  
xmax<-xmax(e)  
ymin<-ymin(e)  
ymax<-ymax(e)  
# and then plot a map and add the points from sdmdata  
plot(wrld\_simpl, xlim=c(xmin,xmax), ylim=c(ymin,ymax), axes=TRUE, col="light yellow")  
box()  
points(sdmdata$lon, sdmdata$lat, col='red', cex=0.75)
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Let’s divide the data into training and testing data sets. The following code divides the data set into 80% training and 20% testing.

#let's make sdmdata into a dataframe  
data(wrld\_simpl)  
coordinates(sdmdata) <- ~lon+lat  
crs(sdmdata) <- crs(wrld\_simpl)  
  
#let's extract just the coordinates  
presence <- coordinates(sdmdata)  
#First we'll make a random list of integers from 1-5 as long as our presence data. Setting the seed results in a repeatable random process  
set.seed(0)  
#now make a list as long as the number of rows in presence consisting of a random series of integers from 1-5  
group <- kfold(presence, 5)  
#Then we want to use this to retrieve the number of the rows in the presence data that are associated with the number 1 in our group index.  
test\_indices <- as.integer(row.names(presence[group == 1, ]))  
#and create a new list of coordinates including only those rows that are NOT in test indices. These are all the row numbers NOT corresponding with the test\_indices (which is ~80% of the data).  
pres\_train <- presence[-test\_indices,]  
#and those that do correspond with test indices (20%) of the data  
pres\_test <- presence[group ==1,]

Save pres\_data and test\_data as csv files just in case.

#first presdata\_train  
outdata<-data.frame(pres\_train)  
colnames(outdata)<-c("lon","lat")  
write.csv(outdata, file=paste0(genus,"\_",species,"\_train.csv"), row.names=FALSE)  
  
#and then presdata\_test  
outdata<-data.frame(pres\_test)  
colnames(outdata)<-c("lon","lat")  
write.csv(outdata, file=paste0(genus,"\_",species,"\_test.csv"), row.names=FALSE)

## Predictor data

Let’s get the giant predictor file, name the bands, and generate our raster color schemes. This predictor set consists of all 35 Climond layers and elevation. Get it from Randle and keep it in your directory.

predictors<-stack('Climond\_elev\_HI.tif')  
bands<-c("Ann\_mean\_temp", "Mean\_durnal\_temp\_range", "Isothermality", "Temp\_Seasonality", "MaxTemp\_WarmestWeek", "MinTemp\_ColdestWeek", "Temp\_Annual\_Range", "Mean\_temp\_wettest\_q", "Mean\_temp\_driest\_q", "Mean\_temp\_warmiest\_q", "Mean\_temp\_coldest\_q", "Ann\_ precip", "Precip\_driest\_week", "Precip\_wettest\_week", "Precip\_Seasonality", "Precip\_wettest\_q", "Precip\_driest\_q", "Precip\_warmest\_q", "Precip\_coldest\_q", "Ann\_mean\_rad", "Hghest\_weekly\_rad", "Lowest\_weekly\_rad", "Rad\_seasonality", "Rad\_wettest\_q", "Rad\_driest\_q", "Rad\_warmest\_q", "Rad\_coldest\_q", "Ann\_mean\_moisture", "Highsets\_weekly\_moisture", "Lowest\_weekly\_moisture", "Moisture\_seasonality", "Mean\_moisture\_wettest\_q", "Mean\_moisture\_driest\_q", "Mean\_moisture\_warmest\_q", "Mean\_moisture\_coldest\_q", "Elev", 'human\_impact')  
names(predictors)<-bands  
cool<-colorRampPalette(c('gray','green','dark green',"blue"))  
warm<-colorRampPalette(c('yellow', 'orange', 'red', 'brown', 'black'))  
plot(predictors[["Ann\_mean\_temp"]], col=warm(100))
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#extract environmental data using the points in sdmdata  
env\_data<-extract(predictors,sdmdata)  
#give names to the columns  
colnames(env\_data)<-bands  
#run the vif  
vif<-vifstep(env\_data)  
#and let's find the layers that were excluded and drop them  
excluded<-vif@excluded  
predictors<-dropLayer(predictors,excluded)  
#and let's just go ahead and see which layers were dropped.  
NClayers<-names(predictors)  
NClayers

## [1] "Mean\_durnal\_temp\_range" "Isothermality"   
## [3] "Mean\_temp\_wettest\_q" "Ann\_.precip"   
## [5] "Precip\_wettest\_week" "Precip\_warmest\_q"   
## [7] "Precip\_coldest\_q" "Ann\_mean\_rad"   
## [9] "Lowest\_weekly\_rad" "Rad\_driest\_q"   
## [11] "Highsets\_weekly\_moisture" "Moisture\_seasonality"   
## [13] "Elev" "human\_impact"

## General additive model

# Data preparation

Generally speaking, we want to sample absence data from the region in which the presence data occur. There are two ways to do that, and one of them is better than the other. The first is to sample randomly. That may seem like a good idea, but its counter-intuitively not. The reason is that the presence data likely includes sampling bias. This will be inherent in p(hypothesis). If we include the same sampling bias in p(data), they cancel out in Bayes Theorem. The way that we’ll do that is to create circles around our data and sample absence points from within those. The circles will have a diameter equal to the average distance between points.

#convert presence training data into a spatial points dataframe.  
pres\_train\_SPDF<-SpatialPoints(pres\_train)  
crs(pres\_train\_SPDF) <- crs(wrld\_simpl)  
#Let's get the average distance between points (great circle distance--takes into account the curvature of the earth). spDists creates a matrix of distances between points. This includes zeros.   
dist<-spDists(pres\_train\_SPDF,longlat = TRUE)  
#replace the zeros with NA  
dist[dist == 0]<-NA  
#and calculate the mean--this is the average distance between points...the result will be in kilometers, but we need to convert it to meters so we multiply by 1000  
dist<-1000\*mean(dist, na.rm=TRUE)  
#now we are going to make circles using the average distance between points as the diameter.   
x <- circles(pres\_train\_SPDF, d=dist, lonlat=TRUE)  
#and convert those into polygons  
pol <- polygons(x)  
#and draw a number of samples from that approximately three times the number of presence points. We'll chop that down at the end.  
samp1 <- spsample(pol, nrow(pres\_train)\*3, type='random', iter=25)

## Warning in proj4string(obj): CRS object has comment, which is lost in output

#and get the cell numbers from the raster stack (right to left, up to down)  
cells <- cellFromXY(predictors, samp1)  
#and transform each of those to the center of its cell.  
abs\_train <- xyFromCell(predictors, cells)  
#You'll get a warning saying that your CRS object has lost a comment. This is unimportant and can be ignored.

And let’s go ahead and extract the presence data, remove rows with NA values, and add a column of 1s.

pres\_train\_data<-extract(predictors,pres\_train)  
complete<-complete.cases(pres\_train\_data)  
pres\_train\_data<-pres\_train\_data[complete,]  
pres\_train\_data<-cbind(pres\_train\_data,1)

Now we want to extract predictors for the absence data, remove rows with NA values and chop it down to the size of our presence training data, and combine these into one data frame with column names (pa is the last column of 0,1 which indicates presence or absence)

abs\_train\_data<-extract(predictors,abs\_train)  
#remove rows with NA values  
complete<-complete.cases(abs\_train\_data)  
abs\_train\_data<-abs\_train\_data[complete,]  
#and select a number of rows equal to the presence training data  
abs\_train\_data<-abs\_train\_data[1:nrow(pres\_train\_data),]  
#and add a column of zeros to the end.  
abs\_train\_data<-cbind(abs\_train\_data,0)  
#put the two matrices together and name the colmns  
train\_data<-rbind(pres\_train\_data,abs\_train\_data)  
colnames(train\_data)<-c(names(predictors),"pa")  
train\_data<-as.data.frame(train\_data)  
colnames(train\_data)

## [1] "Mean\_durnal\_temp\_range" "Isothermality"   
## [3] "Mean\_temp\_wettest\_q" "Ann\_.precip"   
## [5] "Precip\_wettest\_week" "Precip\_warmest\_q"   
## [7] "Precip\_coldest\_q" "Ann\_mean\_rad"   
## [9] "Lowest\_weekly\_rad" "Rad\_driest\_q"   
## [11] "Highsets\_weekly\_moisture" "Moisture\_seasonality"   
## [13] "Elev" "human\_impact"   
## [15] "pa"

# Training the GAM and making predictions.

**This is a pain in the neck because all of the layers have to be specified. I recommend printing the column names in the console colnames(train\_data) and then copying them and formatting them**

gam <- gam(pa ~ Mean\_durnal\_temp\_range + Isothermality + Mean\_temp\_wettest\_q + Ann\_.precip + Precip\_wettest\_week + Precip\_warmest\_q + Precip\_coldest\_q +   
Ann\_mean\_rad + Lowest\_weekly\_rad + Rad\_driest\_q + Highsets\_weekly\_moisture + Moisture\_seasonality + Elev + human\_impact,  
 family = binomial(link = "logit"), data=train\_data)  
summary(gam)

##   
## Family: binomial   
## Link function: logit   
##   
## Formula:  
## pa ~ Mean\_durnal\_temp\_range + Isothermality + Mean\_temp\_wettest\_q +   
## Ann\_.precip + Precip\_wettest\_week + Precip\_warmest\_q + Precip\_coldest\_q +   
## Ann\_mean\_rad + Lowest\_weekly\_rad + Rad\_driest\_q + Highsets\_weekly\_moisture +   
## Moisture\_seasonality + Elev + human\_impact  
##   
## Parametric coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -5.9755977 3.3713373 -1.772 0.07632 .   
## Mean\_durnal\_temp\_range -0.3149500 0.1315331 -2.394 0.01665 \*   
## Isothermality 5.9914754 2.4313293 2.464 0.01373 \*   
## Mean\_temp\_wettest\_q -0.0159243 0.0590422 -0.270 0.78738   
## Ann\_.precip -0.0003385 0.0011725 -0.289 0.77283   
## Precip\_wettest\_week 0.0359196 0.0398717 0.901 0.36765   
## Precip\_warmest\_q 0.0006724 0.0016751 0.401 0.68812   
## Precip\_coldest\_q -0.0012464 0.0016891 -0.738 0.46056   
## Ann\_mean\_rad 0.0409777 0.0162052 2.529 0.01145 \*   
## Lowest\_weekly\_rad -0.0124083 0.0159462 -0.778 0.43649   
## Rad\_driest\_q -0.0194760 0.0074079 -2.629 0.00856 \*\*   
## Highsets\_weekly\_moisture 1.1481433 1.7951791 0.640 0.52245   
## Moisture\_seasonality -3.4281723 2.1100420 -1.625 0.10423   
## Elev 0.0007824 0.0003703 2.113 0.03458 \*   
## human\_impact 0.1781300 0.0206971 8.607 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
##   
## R-sq.(adj) = 0.609 Deviance explained = 53.6%  
## UBRE = -0.2958 Scale est. = 1 n = 492

Let’s make some predictions and export them to a file

GAMpreds <- predict(predictors, gam, type = 'response')  
writeRaster(GAMpreds, filename = paste0(genus,"\_",species,"\_GAM.tif"), overwrite=TRUE)  
plot(GAMpreds, main=c(genus,species,'GAM/Binary'),col=warm(100), zlim=c(0,1))  
points(pres\_test, col='white', cex =.4, pch=3)
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## MaxEnt

We need many more background points for MaxEnt and BRT than we needed for GAM. Let’s go ahead and generate those.

samp1 <- spsample(pol, 10000, type='random', iter=25)

## Warning in proj4string(obj): CRS object has comment, which is lost in output

#and get the cell numbers from the raster stack (right to left, up to down)  
cells <- cellFromXY(predictors, samp1)  
#and transform each of those to the center of its cell.  
background\_train <- xyFromCell(predictors, cells)  
#The backround data has too many NA values so to fix this:  
#First I get the predictor data associated with my points  
background\_train\_data<-extract(predictors,background\_train)  
#Then I remove all the points that don't have data  
complete<-complete.cases(background\_train\_data)  
background\_train<-background\_train[complete,]

Let’s go ahead and set a locations for java **This will obviously be specialized for your computer. Try to find the ‘home’ folder in java and specify the path below**

Sys.setenv(JAVA\_HOME='/Library/Java/JavaVirtualMachines/jdk-11.0.1.jdk/Contents/Home')

First we let the program know to start up maxent using the command maxent. After that, all we need to do is to make a model oject (me\_model), from the raster data and the presence training data.

maxent()

## Loading required namespace: rJava

## java.home option:

## JAVA\_HOME environment variable: /Library/Java/JavaVirtualMachines/jdk-11.0.1.jdk/Contents/Home

## Warning in fun(libname, pkgname): Java home setting is INVALID, it will be ignored.  
## Please do NOT set it unless you want to override system settings.

## This is MaxEnt version 3.4.3

me\_model <- maxent(predictors, pres\_train, a=background\_train)

## Warning in .local(x, p, ...): 5 (3.25%) of the presence points have NA predictor  
## values

## This is MaxEnt version 3.4.3

#and plot the models most important layers  
par(mfrow=c(1,1))  
plot(me\_model)
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MEpreds<-predict(predictors, me\_model, type='response')

## This is MaxEnt version 3.4.3

writeRaster(MEpreds, filename=paste0(genus,"\_",species,"\_ME.tif"),overwrite=TRUE)  
#and plot  
plot(MEpreds, col=warm(100), zlim=c(0,1))
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## Boosted regression trees

We need to prepare data for BRT in much the same way that we did for GAM, with the exception that we will need a lot more background data. We can use the 10,000 points that we already generated for ME

#let's get the data from our predictors  
bg\_train\_data<-extract(predictors,background\_train)  
#and bind a column of 0 to the end of it  
bg\_train\_data<-cbind(bg\_train\_data,0)  
#and convert it to a data frame  
bg\_train\_data<-as.data.frame(bg\_train\_data)  
#and then combine it withe the presence training data  
pres\_train\_data<-as.data.frame(pres\_train\_data)  
BRT\_data<-rbind(pres\_train\_data, bg\_train\_data)  
colnames(BRT\_data)<-c(names(predictors),"pa")

And now we can train a model using the first X columns of train\_data and the 6th as the response. Let’s start with tree complexity of 5 and learning rate of 0.001

sdm.tc5.lr001 <- gbm.step(data=BRT\_data, gbm.x = 1:nlayers(predictors), gbm.y = ncol(BRT\_data), family = "bernoulli", tree.complexity = 5, learning.rate = 0.001, bag.fraction = 0.5)

##   
##   
## GBM STEP - version 2.9   
##   
## Performing cross-validation optimisation of a boosted regression tree model   
## for pa and using a family of bernoulli   
## Using 3982 observations and 14 predictors   
## creating 10 initial models of 50 trees   
##   
## folds are stratified by prevalence   
## total mean deviance = 0.4637   
## tolerance is fixed at 5e-04   
## ntrees resid. dev.   
## 50 0.4301   
## now adding trees...   
## 100 0.4063   
## 150 0.3878   
## 200 0.3727   
## 250 0.36   
## 300 0.349   
## 350 0.3394   
## 400 0.3308   
## 450 0.3231   
## 500 0.3161   
## 550 0.3097   
## 600 0.3037   
## 650 0.2983   
## 700 0.2932   
## 750 0.2885   
## 800 0.2843   
## 850 0.2801   
## 900 0.2763   
## 950 0.2727   
## 1000 0.2693   
## 1050 0.266   
## 1100 0.2631   
## 1150 0.2602   
## 1200 0.2574   
## 1250 0.2548   
## 1300 0.2523   
## 1350 0.2499   
## 1400 0.2476   
## 1450 0.2455   
## 1500 0.2434   
## 1550 0.2413   
## 1600 0.2394   
## 1650 0.2375   
## 1700 0.2357   
## 1750 0.2339   
## 1800 0.2323   
## 1850 0.2307   
## 1900 0.2291   
## 1950 0.2277   
## 2000 0.2263   
## 2050 0.225   
## 2100 0.2237   
## 2150 0.2226   
## 2200 0.2214   
## 2250 0.2203   
## 2300 0.2192   
## 2350 0.2181   
## 2400 0.2171   
## 2450 0.2161   
## 2500 0.2152   
## 2550 0.2142   
## 2600 0.2134   
## 2650 0.2126   
## 2700 0.2119   
## 2750 0.211   
## 2800 0.2103   
## 2850 0.2096   
## 2900 0.2089   
## 2950 0.2082   
## 3000 0.2076   
## 3050 0.2069   
## 3100 0.2064   
## 3150 0.2058   
## 3200 0.2053   
## 3250 0.2048   
## 3300 0.2043   
## 3350 0.2039   
## 3400 0.2035   
## 3450 0.203   
## 3500 0.2026   
## 3550 0.2022   
## 3600 0.2018   
## 3650 0.2014   
## 3700 0.2011   
## 3750 0.2007   
## 3800 0.2004   
## 3850 0.2   
## 3900 0.1997   
## 3950 0.1994   
## 4000 0.1991   
## 4050 0.1988   
## 4100 0.1985   
## 4150 0.1982   
## 4200 0.198   
## 4250 0.1977   
## 4300 0.1975   
## 4350 0.1972   
## 4400 0.197   
## 4450 0.1968   
## 4500 0.1966   
## 4550 0.1964   
## 4600 0.1962   
## 4650 0.196   
## 4700 0.1959   
## 4750 0.1956   
## 4800 0.1954   
## 4850 0.1953   
## 4900 0.1951   
## 4950 0.1949   
## 5000 0.1947   
## 5050 0.1946   
## 5100 0.1944   
## 5150 0.1943   
## 5200 0.1942   
## 5250 0.194   
## 5300 0.1938   
## 5350 0.1936   
## 5400 0.1935   
## 5450 0.1934   
## 5500 0.1932   
## 5550 0.1931   
## 5600 0.193   
## 5650 0.1929   
## 5700 0.1928   
## 5750 0.1927   
## 5800 0.1926   
## 5850 0.1925   
## 5900 0.1924   
## 5950 0.1923   
## 6000 0.1922   
## 6050 0.1921   
## 6100 0.192   
## 6150 0.1919   
## 6200 0.1918   
## 6250 0.1917   
## 6300 0.1916   
## 6350 0.1915   
## 6400 0.1914   
## 6450 0.1913   
## 6500 0.1912   
## 6550 0.1911   
## 6600 0.191   
## 6650 0.1909   
## 6700 0.1908   
## 6750 0.1908   
## 6800 0.1907   
## 6850 0.1906   
## 6900 0.1905   
## 6950 0.1904   
## 7000 0.1903   
## 7050 0.1902   
## 7100 0.1901   
## 7150 0.19   
## 7200 0.1899   
## 7250 0.1899   
## 7300 0.1898   
## 7350 0.1897   
## 7400 0.1897   
## 7450 0.1896   
## 7500 0.1895   
## 7550 0.1895   
## 7600 0.1894   
## 7650 0.1893   
## 7700 0.1893   
## 7750 0.1892   
## 7800 0.1891   
## 7850 0.189   
## 7900 0.189   
## 7950 0.1889   
## 8000 0.1889   
## 8050 0.1888   
## 8100 0.1887   
## 8150 0.1887   
## 8200 0.1886   
## 8250 0.1886   
## 8300 0.1885   
## 8350 0.1885   
## 8400 0.1885   
## 8450 0.1884   
## 8500 0.1884   
## 8550 0.1884   
## 8600 0.1883   
## 8650 0.1882   
## 8700 0.1882   
## 8750 0.1882

## fitting final gbm model with a fixed number of 8750 trees for pa
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##   
## mean total deviance = 0.464   
## mean residual deviance = 0.111   
##   
## estimated cv deviance = 0.188 ; se = 0.015   
##   
## training data correlation = 0.882   
## cv correlation = 0.766 ; se = 0.024   
##   
## training data AUC score = 0.987   
## cv AUC score = 0.95 ; se = 0.009   
##   
## elapsed time - 0.13 minutes

summary(sdm.tc5.lr001)
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## var rel.inf  
## human\_impact human\_impact 39.583149  
## Mean\_temp\_wettest\_q Mean\_temp\_wettest\_q 10.394609  
## Moisture\_seasonality Moisture\_seasonality 10.022322  
## Isothermality Isothermality 7.518284  
## Elev Elev 5.699630  
## Rad\_driest\_q Rad\_driest\_q 5.078158  
## Mean\_durnal\_temp\_range Mean\_durnal\_temp\_range 3.865033  
## Lowest\_weekly\_rad Lowest\_weekly\_rad 3.516831  
## Ann\_mean\_rad Ann\_mean\_rad 3.433216  
## Highsets\_weekly\_moisture Highsets\_weekly\_moisture 3.196070  
## Precip\_warmest\_q Precip\_warmest\_q 2.455274  
## Precip\_wettest\_week Precip\_wettest\_week 2.025339  
## Precip\_coldest\_q Precip\_coldest\_q 1.619871  
## Ann\_.precip Ann\_.precip 1.592214

**Note: you may want to try different combinations! If your trees are converging too slowly, raise the tree complexity by 1 or two, and back the learning rate down. On the other hand of your holdout deviance drops very quickly and slowly starts to rise, you are overfitting. Drop the tree complexity and raise the learning rate.**

Let’s make predictions and save them

BRTpreds<-predict(predictors, sdm.tc5.lr001, type='response')

## Using 8750 trees...  
##   
## Using 8750 trees...  
##   
## Using 8750 trees...  
##   
## Using 8750 trees...

writeRaster(BRTpreds, filename=paste0(genus,"\_", species,"\_BRT.tif"), overwrite=TRUE)  
#and plot  
plot(BRTpreds, col=warm(100), zlim=c(0,1))
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## Evaluation

We want to generate the following metrics for each of the three models: AUC, COR, maximum Kappa, TRS, and it wouldn’t kill us to have a Boyce graph either.

#Absence Testing Data First we’ll use the pres\_test data to generate absence test data. This time we want about the same number of points for both. To do that, we’ll generate 4x the number of absence points as presence points and chop it to size.

pres\_test\_SPDF<-SpatialPoints(pres\_test)  
data("wrld\_simpl")  
crs(pres\_test\_SPDF) <- crs(wrld\_simpl)  
#now we are going to make circles of about a degree (110000 meters at the equator). I'm working in a relatively small area, but if your data are widespread, you can increase this by changing d.  
x <- circles(pres\_test\_SPDF, d=dist, lonlat=TRUE)  
#and convert those into polygons  
pol <- polygons(x)  
#and draw a number of samples from that...because   
samp1 <- spsample(pol, 4\*length(pres\_test), type='random', iter=25)

## Warning in proj4string(obj): CRS object has comment, which is lost in output

#and get the cell numbers from the raster stack (right to left, up to down)  
cells <- cellFromXY(predictors, samp1)  
#and transform each of those to the center of its cell.  
abs\_test <- xyFromCell(predictors, cells)  
#You'll get a warning saying that your CRS object has lost a comment. This is unimportant and can be ignored.

GAM evaluation

p<-extract(GAMpreds,pres\_test)  
a<-extract(GAMpreds,abs\_test)  
#And let's get rid of nasty NA values and shrink a to the size of p  
p<-p[!is.na(p)]  
a<-a[!is.na(a)]  
a<-a[1:length(p)]  
#Let's look at the shape of these data  
#lets weld all the data together  
all\_vals<-c(p,a)  
e<-evaluate(p=p,a=a)  
AUC\_GAM<-e@auc  
COR\_GAM<-e@cor  
pa<-c(replicate(length(p),1),replicate(length(a),0))  
kappaGAM<-ecospat.max.kappa(all\_vals,pa)  
TSS\_GAM<-ecospat.max.tss(all\_vals,pa)  
print(paste('Max kappa: ', kappaGAM[2] ))

## [1] "Max kappa: 0.721311475409836"

print(paste('TSS:', TSS\_GAM[[2]]))

## [1] "TSS: 0.721311475409836"

e

## class : ModelEvaluation   
## n presences : 61   
## n absences : 61   
## AUC : 0.9111798   
## cor : 0.7379597   
## max TPR+TNR at : 0.5075893

And let’s go ahead and estimate the Boyce Index

ecospat.boyce(fit=GAMpreds,pres\_test,nclass=0,PEplot = TRUE)

## Warning in if (class(obs) == "data.frame" | class(obs) == "matrix") {: the  
## condition has length > 1 and only the first element will be used
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## $F.ratio  
## [1] 0.04701390 0.07653791 0.11036458 0.13856736 0.16334306 0.18762957  
## [7] 0.21215986 0.11949966 0.00000000 0.14576260 0.15899023 0.17196406  
## [13] 0.36793434 0.38780313 0.41009348 0.43150973 0.45053146 0.46794133  
## [19] 0.48424055 0.50257785 0.26074491 0.27033136 0.28025542 0.00000000  
## [25] 0.00000000 0.00000000 0.00000000 0.00000000 0.34520609 0.35820642  
## [31] 0.36878439 0.37961176 0.38934238 0.39985795 0.82076205 0.84294587  
## [37] 1.72905588 1.76930295 1.80783140 1.38634823 1.41093072 1.43993460  
## [43] 1.46484114 1.49290578 1.51698213 1.02717693 1.56381925 0.52849032  
## [49] 0.53414950 0.54069602 1.64313705 1.66695214 1.68648548 1.70405304  
## [55] 1.71403382 1.73606511 2.32717860 1.76835261 1.77838243 2.40495309  
## [61] 2.41870136 1.21697827 3.66414076 3.70173489 3.70929424 3.73162989  
## [67] 3.71373995 3.11476664 3.73586436 4.38400405 3.74862564 4.37869389  
## [73] 4.40695366 4.39843750 1.88598953 3.76901027 3.78689342 4.43846373  
## [79] 4.44617051 4.46912725 5.76741104 5.81366575 7.75041382 9.02820167  
## [85] 10.93070025 10.98945448 9.77140452 10.39583333 11.11135953 12.43709691  
## [91] 11.78778625 11.74922398 11.18044657 8.65675487 8.76512221 7.55000342  
## [97] 8.38384331 8.58329599 8.09489470 9.87289414  
##   
## $Spearman.cor  
## [1] 0.962  
##   
## $HS  
## [1] 0.05007343 0.05906909 0.06806476 0.07706042 0.08605609 0.09505175  
## [7] 0.10404742 0.11304308 0.12203875 0.13103441 0.14003007 0.14902574  
## [13] 0.15802140 0.16701707 0.17601273 0.18500840 0.19400406 0.20299973  
## [19] 0.21199539 0.22099106 0.22998672 0.23898239 0.24797805 0.25697372  
## [25] 0.26596938 0.27496505 0.28396071 0.29295638 0.30195204 0.31094771  
## [31] 0.31994337 0.32893904 0.33793470 0.34693036 0.35592603 0.36492169  
## [37] 0.37391736 0.38291302 0.39190869 0.40090435 0.40990002 0.41889568  
## [43] 0.42789135 0.43688701 0.44588268 0.45487834 0.46387401 0.47286967  
## [49] 0.48186534 0.49086100 0.49985667 0.50885233 0.51784800 0.52684366  
## [55] 0.53583932 0.54483499 0.55383065 0.56282632 0.57182198 0.58081765  
## [61] 0.58981331 0.59880898 0.60780464 0.61680031 0.62579597 0.63479164  
## [67] 0.64378730 0.65278297 0.66177863 0.67077430 0.67976996 0.68876563  
## [73] 0.69776129 0.70675696 0.71575262 0.72474829 0.73374395 0.74273961  
## [79] 0.75173528 0.76073094 0.76972661 0.77872227 0.78771794 0.79671360  
## [85] 0.80570927 0.81470493 0.82370060 0.83269626 0.84169193 0.85068759  
## [91] 0.85968326 0.86867892 0.87767459 0.88667025 0.89566592 0.90466158  
## [97] 0.91365725 0.92265291 0.93164857 0.94064424

ME Evaluation

p<-extract(MEpreds,pres\_test)  
a<-extract(MEpreds,abs\_test)  
#And let's get rid of nasty NA values and shrink a to the size of p  
p<-p[!is.na(p)]  
a<-a[!is.na(a)]  
a<-a[1:length(p)]  
#Let's look at the shape of these data  
#lets weld all the data together  
all\_vals<-c(p,a)  
e<-evaluate(p=p,a=a)  
AUC\_ME<-e@auc  
COR\_ME<-e@cor  
pa<-c(replicate(length(p),1),replicate(length(a),0))  
kappaME<-ecospat.max.kappa(all\_vals,pa)  
TSS\_ME<-ecospat.max.tss(all\_vals,pa)  
print(paste('Max kappa: ', kappaME[2] ))

## [1] "Max kappa: 0.819672131147541"

print(paste('TSS:', TSS\_ME[[2]]))

## [1] "TSS: 0.819672131147541"

e

## class : ModelEvaluation   
## n presences : 61   
## n absences : 61   
## AUC : 0.9380543   
## cor : 0.7754276   
## max TPR+TNR at : 0.2359768

And let’s go ahead and estimate the Boyce Index

ecospat.boyce(fit=MEpreds,pres\_test,nclass=0,PEplot = TRUE)

## Warning in if (class(obs) == "data.frame" | class(obs) == "matrix") {: the  
## condition has length > 1 and only the first element will be used
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## $F.ratio  
## [1] 0.06860555 0.30788831 0.40461713 0.37983622 0.31181408  
## [6] 0.37682553 0.43910677 0.50170188 0.28297442 0.31482756  
## [11] 0.34577713 0.00000000 0.00000000 0.44849457 0.48400029  
## [16] 0.51963784 1.67756967 2.40808647 3.21962786 3.45341879  
## [21] 4.41243822 4.68394874 4.98586725 5.33208700 5.64281601  
## [26] 4.93051850 5.17585264 3.28402042 2.28716458 2.40002221  
## [31] 2.52097093 1.32039122 1.38737061 1.45352339 1.51890679  
## [36] 3.17744526 3.35856207 5.32077652 5.61215507 5.89741239  
## [41] 4.14605962 4.29094880 4.49758261 4.67729422 4.80135699  
## [46] 4.95584603 2.55583151 2.64914944 0.00000000 0.00000000  
## [51] 14.50162083 14.88518354 15.27362778 21.99533599 22.56056122  
## [56] 23.28721817 24.34824435 25.40511317 29.79815443 34.70071640  
## [61] 47.75674297 28.42505493 29.50310550 35.24046663 31.77609553  
## [66] 37.29912374 39.17136085 40.81013945 41.73158051 42.93047066  
## [71] 43.67801617 28.44874028 29.22530376 36.02988201 36.91358619  
## [76] 31.35457589 32.56409959 33.15438539 40.73912413 42.27583266  
## [81] 37.01214692 38.00554654 46.98990856 56.69277560 59.54938832  
## [86] 44.51968180 55.50652002 48.45077953 58.98733203 50.68869082  
## [91] 73.16067708 97.42728884 112.69937420 117.05708333 108.68436210  
## [96] 121.42850968 138.75300826 140.77564687 172.92523674 182.02656499  
##   
## $Spearman.cor  
## [1] 0.939  
##   
## $HS  
## [1] 0.05000024 0.05900011 0.06799998 0.07699985 0.08599972 0.09499959  
## [7] 0.10399946 0.11299933 0.12199920 0.13099907 0.13999894 0.14899881  
## [13] 0.15799868 0.16699856 0.17599843 0.18499830 0.19399817 0.20299804  
## [19] 0.21199791 0.22099778 0.22999765 0.23899752 0.24799739 0.25699726  
## [25] 0.26599713 0.27499700 0.28399687 0.29299675 0.30199662 0.31099649  
## [31] 0.31999636 0.32899623 0.33799610 0.34699597 0.35599584 0.36499571  
## [37] 0.37399558 0.38299545 0.39199532 0.40099519 0.40999506 0.41899494  
## [43] 0.42799481 0.43699468 0.44599455 0.45499442 0.46399429 0.47299416  
## [49] 0.48199403 0.49099390 0.49999377 0.50899364 0.51799351 0.52699338  
## [55] 0.53599325 0.54499313 0.55399300 0.56299287 0.57199274 0.58099261  
## [61] 0.58999248 0.59899235 0.60799222 0.61699209 0.62599196 0.63499183  
## [67] 0.64399170 0.65299157 0.66199144 0.67099132 0.67999119 0.68899106  
## [73] 0.69799093 0.70699080 0.71599067 0.72499054 0.73399041 0.74299028  
## [79] 0.75199015 0.76099002 0.76998989 0.77898976 0.78798963 0.79698951  
## [85] 0.80598938 0.81498925 0.82398912 0.83298899 0.84198886 0.85098873  
## [91] 0.85998860 0.86898847 0.87798834 0.88698821 0.89598808 0.90498795  
## [97] 0.91398782 0.92298770 0.93198757 0.94098744

BRT Evaluation

p<-extract(BRTpreds,pres\_test)  
a<-extract(BRTpreds,abs\_test)  
#And let's get rid of nasty NA values and shrink a to the size of p  
p<-p[!is.na(p)]  
a<-a[!is.na(a)]  
a<-a[1:length(p)]  
#Let's look at the shape of these data  
#lets weld all the data together  
all\_vals<-c(p,a)  
e<-evaluate(p=p,a=a)  
AUC\_BRT<-e@auc  
COR\_BRT<-e@cor  
pa<-c(replicate(length(p),1),replicate(length(a),0))  
kappaBRT<-ecospat.max.kappa(all\_vals,pa)  
TSS\_BRT<-ecospat.max.tss(all\_vals,pa)  
print(paste('Max kappa: ', kappaBRT[2] ))

## [1] "Max kappa: 0.80327868852459"

print(paste('TSS:', TSS\_BRT[[2]]))

## [1] "TSS: 0.80327868852459"

e

## class : ModelEvaluation   
## n presences : 61   
## n absences : 61   
## AUC : 0.9297232   
## cor : 0.6390722   
## max TPR+TNR at : 0.03929156

And let’s go ahead and estimate the Boyce Index

ecospat.boyce(fit=BRTpreds,pres\_test,nclass=0,PEplot = TRUE)

## Warning in if (class(obs) == "data.frame" | class(obs) == "matrix") {: the  
## condition has length > 1 and only the first element will be used

![](data:image/png;base64,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)

## $F.ratio  
## [1] 0.239059 0.960399 1.591050 2.363834 3.775629 4.706242  
## [7] 4.897634 6.752774 7.459737 6.956641 9.399659 12.184045  
## [13] 10.791039 12.174122 11.651335 13.136082 12.251300 13.683418  
## [19] 12.009961 10.102740 14.724161 12.126079 8.845623 9.579139  
## [25] 10.445308 11.394265 6.165226 6.805644 7.261606 15.747590  
## [31] 16.611696 8.598708 9.399659 9.831222 10.365149 11.084951  
## [37] 11.768474 12.227411 12.632059 26.523508 13.653626 14.046850  
## [43] 14.880138 15.375274 16.533486 17.453839 35.760820 36.887736  
## [49] 37.841730 38.932511 20.754802 21.570716 22.744252 23.663831  
## [55] 24.185348 24.252158 48.370696 76.563499 78.153839 78.620429  
## [61] 81.289641 81.289641 111.837978 109.059394 112.554888 110.085031  
## [67] 109.741016 84.687600 85.791022 88.086434 119.446003 155.110976  
## [73] 157.900742 125.418304 133.019413 133.525190 139.908865 182.901693  
## [79] 185.216904 153.349891 197.731560 158.185248 112.075931 115.516859  
## [85] 116.539132 119.717472 116.539132 120.264127 156.772879 248.470224  
## [91] 381.707880 340.942961 473.392616 522.011318 530.615900 683.417103  
## [97] 779.226146 877.928125 1012.993990 1183.023715  
##   
## $Spearman.cor  
## [1] 0.956  
##   
## $HS  
## [1] 0.05146714 0.06039216 0.06931718 0.07824220 0.08716722 0.09609224  
## [7] 0.10501726 0.11394228 0.12286730 0.13179232 0.14071734 0.14964236  
## [13] 0.15856738 0.16749240 0.17641742 0.18534244 0.19426745 0.20319247  
## [19] 0.21211749 0.22104251 0.22996753 0.23889255 0.24781757 0.25674259  
## [25] 0.26566761 0.27459263 0.28351765 0.29244267 0.30136769 0.31029271  
## [31] 0.31921773 0.32814275 0.33706777 0.34599279 0.35491781 0.36384283  
## [37] 0.37276785 0.38169287 0.39061789 0.39954291 0.40846793 0.41739295  
## [43] 0.42631797 0.43524299 0.44416801 0.45309303 0.46201805 0.47094307  
## [49] 0.47986809 0.48879311 0.49771813 0.50664314 0.51556816 0.52449318  
## [55] 0.53341820 0.54234322 0.55126824 0.56019326 0.56911828 0.57804330  
## [61] 0.58696832 0.59589334 0.60481836 0.61374338 0.62266840 0.63159342  
## [67] 0.64051844 0.64944346 0.65836848 0.66729350 0.67621852 0.68514354  
## [73] 0.69406856 0.70299358 0.71191860 0.72084362 0.72976864 0.73869366  
## [79] 0.74761868 0.75654370 0.76546872 0.77439374 0.78331876 0.79224378  
## [85] 0.80116880 0.81009382 0.81901883 0.82794385 0.83686887 0.84579389  
## [91] 0.85471891 0.86364393 0.87256895 0.88149397 0.89041899 0.89934401  
## [97] 0.90826903 0.91719405 0.92611907 0.93504409

# Making the ensemble and evaluation

The ensemble is simply the average of GAM, ME, and BRT predictions weighted by AUC.

ENSpreds<-(GAMpreds\*AUC\_GAM+MEpreds\*AUC\_ME+BRTpreds\*AUC\_BRT)/(AUC\_GAM+AUC\_ME+AUC\_BRT)  
writeRaster(ENSpreds, filename=paste0(genus,"\_",species,"\_ENS.tif"), overwrite=TRUE)  
plot(ENSpreds, col=cool(100), zlim=c(0,1))
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p<-extract(ENSpreds,pres\_test)  
a<-extract(ENSpreds,abs\_test)  
#And let's get rid of nasty NA values and shrink a to the size of p  
p<-p[!is.na(p)]  
a<-a[!is.na(a)]  
a<-a[1:length(p)]  
#Let's look at the shape of these data  
#lets weld all the data together  
all\_vals<-c(p,a)  
e<-evaluate(p=p,a=a)  
AUC\_ENS<-e@auc  
COR\_ENS<-e@cor  
pa<-c(replicate(length(p),1),replicate(length(a),0))  
kappaENS<-ecospat.max.kappa(all\_vals,pa)  
TSS\_ENS<-ecospat.max.tss(all\_vals,pa)  
print(paste('Max kappa: ', kappaENS[2] ))

## [1] "Max kappa: 0.770491803278689"

print(paste('TSS:', TSS\_ENS[[2]]))

## [1] "TSS: 0.770491803278689"

e

## class : ModelEvaluation   
## n presences : 61   
## n absences : 61   
## AUC : 0.9321419   
## cor : 0.7605258   
## max TPR+TNR at : 0.3494005

and the Boyce ploy for the ensemble

ecospat.boyce(fit=ENSpreds,pres\_test,nclass=0,PEplot = TRUE)

## Warning in if (class(obs) == "data.frame" | class(obs) == "matrix") {: the  
## condition has length > 1 and only the first element will be used

![](data:image/png;base64,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)

## $F.ratio  
## [1] 0.07987936 0.17145862 0.23236831 0.28704063 0.25733618  
## [6] 0.29475842 0.32796857 0.24079544 0.26182971 0.00000000  
## [11] 0.00000000 0.00000000 0.17130973 0.36183824 0.37800182  
## [16] 0.59082605 0.61395006 0.84823973 0.87191193 0.89513714  
## [21] 0.91838289 0.93913634 0.95318183 0.72768536 0.49153358  
## [26] 0.75522864 0.51903877 0.53824298 0.56438438 0.89508390  
## [31] 1.27185270 1.36313660 1.47247788 2.01470563 2.23130210  
## [36] 2.51252969 2.26986782 3.21020961 3.63050254 3.24018500  
## [41] 2.69468424 3.01555344 3.39667833 3.79671958 2.79817729  
## [46] 4.63939471 8.50375944 9.27846253 8.06919233 8.66661525  
## [51] 16.57808707 20.58448124 19.51570935 21.22063838 22.87122023  
## [56] 28.52731519 30.99481465 29.40429127 31.48307825 33.60031096  
## [61] 36.55857748 28.10269286 24.06931117 25.65166180 40.61348304  
## [66] 49.76110830 45.21518240 39.83339950 77.54026619 92.90244709  
## [71] 98.75456974 103.52926002 97.66814740 115.06266383 122.61565992  
## [76] 102.53175182 105.93401207 110.25784929 139.57521860 69.67683532  
## [81] 72.31697900 75.68345905 79.23539034 84.90600822 122.90993750  
## [86] 108.60966495 113.77038337 137.17626953 199.52911932 190.85394022  
## [91] 180.08782051 166.09451014 217.07014080 226.39980301 229.02472826  
## [96] 209.03050595 242.37279525 303.68582940 288.79214638 249.05762411  
##   
## $Spearman.cor  
## [1] 0.985  
##   
## $HS  
## [1] 0.05076355 0.05970021 0.06863686 0.07757352 0.08651018 0.09544683  
## [7] 0.10438349 0.11332015 0.12225681 0.13119346 0.14013012 0.14906678  
## [13] 0.15800344 0.16694009 0.17587675 0.18481341 0.19375007 0.20268672  
## [19] 0.21162338 0.22056004 0.22949669 0.23843335 0.24737001 0.25630667  
## [25] 0.26524332 0.27417998 0.28311664 0.29205330 0.30098995 0.30992661  
## [31] 0.31886327 0.32779993 0.33673658 0.34567324 0.35460990 0.36354655  
## [37] 0.37248321 0.38141987 0.39035653 0.39929318 0.40822984 0.41716650  
## [43] 0.42610316 0.43503981 0.44397647 0.45291313 0.46184979 0.47078644  
## [49] 0.47972310 0.48865976 0.49759641 0.50653307 0.51546973 0.52440639  
## [55] 0.53334304 0.54227970 0.55121636 0.56015302 0.56908967 0.57802633  
## [61] 0.58696299 0.59589964 0.60483630 0.61377296 0.62270962 0.63164627  
## [67] 0.64058293 0.64951959 0.65845625 0.66739290 0.67632956 0.68526622  
## [73] 0.69420288 0.70313953 0.71207619 0.72101285 0.72994950 0.73888616  
## [79] 0.74782282 0.75675948 0.76569613 0.77463279 0.78356945 0.79250611  
## [85] 0.80144276 0.81037942 0.81931608 0.82825274 0.83718939 0.84612605  
## [91] 0.85506271 0.86399936 0.87293602 0.88187268 0.89080934 0.89974599  
## [97] 0.90868265 0.91761931 0.92655597 0.93549262

and finally let’s make a table of evaluation metrics

#Let's go in this order of columns, left to right: AUC, COR, Kappa, TSS  
eGAM<-c(AUC\_GAM,COR\_GAM,kappaGAM[2], TSS\_GAM[[2]])  
eME<-c(AUC\_ME, COR\_ME, kappaME[2],TSS\_ME[[2]])  
eBRT<-c(AUC\_BRT, COR\_BRT, kappaBRT[2],TSS\_BRT[[2]])  
eENS<-c(AUC\_ENS, COR\_ENS, kappaENS[2], TSS\_ENS[[2]])  
all\_evals<-rbind(eGAM,eME,eBRT,eENS)  
colnames(all\_evals)<-c("AUC", "COR","MaxKappa","TSS")  
rownames(all\_evals)<-c("GAM","MaxEnt", "BRT", "Ensemble")  
write.csv(all\_evals, file=paste0(genus,"\_",species, '\_eval.csv'))